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Currently, the size and complexity of software systems, as well as critical time to market, demand new approaches from Software Engineering discipline for building such systems. In this context, the use of reference architectures and product line architectures is becoming a common practice. However, both of these concepts are sometimes mistakenly seen as the same thing; it is also not clearly established how they can be explored in a complementary way in order to contribute to software development. In this perspective, this document makes a clear differentiation of these architectures, by highlighting basic questions like definitions, benefits, and motivation for using each one, when and how they should be used, built, and evolved, as well as stakeholders involved and benefited by each one. As a result, a better understanding of both reference architectures and product line architectures can contribute to promote a more effective reuse in the development of software systems.
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In the face of increasing complexity, diversity, scope, and size of software systems, as well as the necessity of dynamic integration and adaptation of systems and the challenges encountered by managing families of systems, new ways to facilitate the development and evolution of such systems are required. Software Engineering has proposed a number of different ways for that. In particular, software architectures have been increasingly considered as the main artifact that plays a pivotal role in determining system quality, since they form the backbone of any successful software-intensive system (Kruchten et al., 2006; Shaw e Clements, 2006). Motivated by that, the research area of Software Architecture has grown up and has accumulated important knowledge that has contributed to facilitating the achievement of software quality aspects. In this context, two special types of software architecture can be found: Reference Architecture and Product Line Architecture. Both aim at improving software system development by standardizing the architectures of a set of software systems.

In general, a reference architecture has been considered as a structure that, besides aggregating behavior, is the basis from which the software architectures of systems of a given domain are built. Considering the relevance of reference architectures, diverse application domains have proposed and used these architectures. Good examples of domains are automotive (AUTOSAR, 2014), software engineering (Nakagawa et al., 2011b; Oliveira e Nakagawa, 2011), ambient assisted living (OASIS Project, 2014; UniversAAL Project, 2014), and computer games (Delmas et al., 2007).
In parallel, product line architectures have been used in the Software Product Line (SPL) approach to enable reuse in the large. This approach aims to efficiently derive specific products for a given domain based on reusable core assets that have common features and variable parts (Clements e Northrop, 2002). In this context, the product line architecture refers to a structure that also encompasses the behavior from which software products are developed. It is important to highlight that more and more organizations are adopting SPL and, as a consequence, product line architectures, as a solution to improve time to market, productivity, flexibility, and mass customization needs (Clements e Northrop, 2002; Gomaa, 2004; Pohl et al., 2005; Software Engineering Institute, 2014a).

Despite the fact that reference architectures and product line architectures have been widely discussed and used, there exists no consensus within the software architecture community about the effective relationship between them. Besides that, since they seem to be similar, they are sometimes considered to be the same thing. It is also not clear how these architectures can be explored together in order to make an effective contribution to the software development. Moreover, understanding them well seems to be relevant for the establishment and evolution of such architectures.

The main objective of this document is to make a clear distinction between reference architecture and product line architecture. For this, we highlight basic points: definitions of reference architecture and product line architecture, benefits and motivation to use them, when and how they should be used, built, and evolved, as well as the stakeholders involved and benefited by them. We based our work on the more influential, recent works in the software architecture literature, as well as on our experience in proposing, using, and managing these architectures. As main results, we have observed that, despite common characteristics between them, they present a subtle but critical difference. Considering the particular characteristics of each one, we also propose the use of reference architectures as a basis for product line architectures.

The remainder of this document is organized as follows. Chapter 2, we present definitions, purposes, context, and uses of reference architecture and product line architecture. In Chapter 3, we present a perspective about the relationship between reference architecture and product line architecture. In Chapter 4, we summarize our conclusions.
Reference architecture is a more and more recurrent research topic both in academy and industry. In spite of general understanding about what reference architectures are, there exists no consensus about a definition to these architectures, their benefits and motivations, when and how to manage them, and who are the stakeholders of these architectures. Otherwise, regarding product line architecture, we have observed that these issues — definition, benefits, motivation, management, and stakeholders — are more consolidated. A discussion about definition of reference architecture and product line architecture is presented in (Nakagawa et al., 2011a). Following, we discuss about both architectures.

2.1 Reference Architecture

Both academic and software industry have currently explored reference architectures as basis to the development of software systems. Initiatives can be found to the establishment, representation, evaluation, maintenance, and use of reference architectures. Initiatives in order to understand what these architectures are have been also conducted (Angelov et al., 2009; Cloutier et al., 2010; Muller, 2012). Despite these works, there is not a widely accepted definition of reference architecture and its impact in the software development
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process. Following, we discuss then issues related to definitions, benefits, motivations, management, and stakeholders of reference architectures.

What is Reference Architecture? A study of the main works in the software architecture literature allow us to identify some important definitions for reference architecture. One of the first ones was stated by Kruchten (Kruchten, 2000), who said that “A reference architecture is, in essence, a predefined architectural pattern, or set of patterns, possibly partially or completely instantiated, designed, and proven for use in particular business and technical contexts, together with supporting artifacts to enable their use. Often, these artifacts are harvested from previous projects.” Another definition was proposed by Bass et al. (Bass et al., 2003) and states that “A reference architecture is a reference model mapped onto software elements (that cooperatively implement the functionality defined in the reference model) and the data flows between them.” A reference model can be considered as an abstract framework that presents a minimal set of unifying concepts, axioms, and relationships within a particular problem domain, independent of specific standards, technologies, implementations, or other concrete details. From the perspective of a specific domain, Rosen et al. (Rosen et al., 2007) said that “A reference architecture is a working example of a critical aspect of your enterprise architecture, such as (...) how to work with your organization’s message bus or (...) how to work with your business rules engine.” In the same perspective, Angelov et al. (Angelov et al., 2009) stated that “A reference architecture is a generic architecture for a class of information systems that is used as a foundation for the design of concrete architectures from this class.” To complete these definitions, Reed (Reed, 2002) thinks that “A reference architecture consists of information accessible to all project team members that provides a consistent set of architectural best practices.” Even though syntactically different, these definitions present the same essence: the reuse of knowledge about software development in a given domain, in particular with regard to architectural design. Other definitions are also found, but the ones presented above are sufficient for our purpose. Based on these works, we can say that a reference architecture refers to an architecture that encompasses the knowledge about how to design concrete architectures of systems of a given application domain; therefore, it must address the business rules, architectural styles (sometimes also defined as architectural patterns that address quality attributes in the reference architecture), best practices of software development (for instance, architectural decisions, domain constraints, legislation, and standards), and the software elements that support development of systems for that domain. All of this must be supported by a unified, unambiguous, and widely understood domain terminology.
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Why to Use? A reference architecture has three basic roles, as also stated in (Gallagher, 2000; Reed, 2002): (i) it generalizes and extracts common functions and configurations of systems of a given domain; (ii) it must be a blueprint for future architectural instantiations; and (iii) it is a basis that supports software projects from the beginning to the end of the projects. It is important to highlight that it captures the essence of the architectures of a collection of systems of a given domain; thus, they can be used as a knowledge repository of that domain from which systems are developed and maintained. As a consequence, reuse can be done more effectively, resulting in more reliably, productivity, and cost reduction. Moreover, Reed (Reed, 2002) argues that a software project that proceeds without reference architecture necessarily will not fail, but it will require much more effort that could be spent better in other parts of the project.

When to Adopt? Reference architectures are adopted when it is mainly intended to reuse knowledge contained in such architectures in order to develop and evolve software systems. Besides that, these architectures could be adopted when it is intended to develop more standardized software systems, since reference architectures provide standardized solution. In another perspective, reference architectures are also used in software development processes, in particular, when designing the software architecture of a given system. For instance, considering RUP, reference architectures could be used in the elaboration phase where the project starts to take shape and the description of the software architecture is created.

How to Create? Considering the relevance of reference architectures, some works have focused on the design of reference architectures. Muller (Muller, 2012) has proposed recommendations in order to create and maintain reference architectures; shortly, references architecture must be understandable, up-to-date, and maintainable. Angelov et al. (Angelov et al., 2012) presented a framework for analyzing and designing reference architectures. Dobrica and Niemela (Dobrica e Niemela, 2008) proposed an approach for reference architecture design for the embedded systems domain. Galster et al. (Galster et al., 2011) proposed a six-step procedure for reference architecture design, including the decision on what type of reference architecture to design, the selection of a design strategy, the empirical acquisition of data, the construction of the reference architecture, enriching the reference architecture with variability, and the evaluation of the reference architecture. Besides these works, Nakagawa et al. (Nakagawa et al., 2014) present a process that systematizes the design, representation, and evaluation of reference architectures.

How to Use? Different software development processes present different perspectives with respect to the use of required assets for building software systems. Reference archi-
tecture has also been inserted as an asset into these processes. Each one presents different way to insert and use reference architecture to support the software development. One hand, in the context of agile processes (also agile methods or methodologies), in general, their adepts consider code as the unique necessary artifact. However, initiative to use reference architecture in the agile context is already found, as summarized in (Zani et al., 2011). For instance, Linden (van der Linden et al., 2003) has explored reference architecture together with XP (eXtreme Programming) to implement a medical system. In another perspective, an initiative suggests that in RUP, the reference architecture should be consulted as part of the “Architectural Analysis” activity, in the Inception and Elaboration phases (Reed, 2002); however, it is observed that tasks and guidelines to perform it are not still available in RUP.

**When to Evolve?** Independently of the application domain, knowledge about the domain evolves, since new elements, such as processes, methods, and activities are continually proposed and adopted. Therefore, since reference architecture must encompass this knowledge, it must be continually evolved, for not becoming deprecated. It is worth highlighting that evolution of a reference architecture is not a trivial task, since it must encompass the knowledge of a whole domain that it intends to represent. However, evolution have not been widely discussed in the literature. An initiative suggests that, although reference architecture is not currently part of RUP (Rational Unified Process) (Kruchten, 2000), reference architectures could be evolved in the activity “Prepare for Project Close-Out”, found in the Transition phase of RUP (Reed, 2002); however, tasks and guidelines to perform it are not defined yet.

**Who is Affected?** Reference architectures are used by or affect multiple stakeholders, such as software engineers, developers, business managers, customers, and marketing staff. Each one has different perspective and competence on the reference architecture; thus, different architectural views to represent this architecture are required. However, there is not a well-defined group of stakeholders for reference architectures, because they depends on each particular architecture, as well as its goals and its range. In this scenario, we can identify two major groups: management stakeholders and technical stakeholders. In particular, management stakeholders are interested in knowing about cost for building and maintaining a reference architecture, as well as how the reference architecture minimizes the outcomes and maximizes the incomes of the company. Information about time, effort, and risk reduction using this architecture are also required by these stakeholders. According to Muller and Hole(Muller, 2012) and Cloutier et al. (Cloutier et al., 2010), sponsorship of business managers for reference architectures is a prerequisite. Such sponsorship works only if the reference architecture provides value for the business, for
example, as a decision making tool for business leaders. For technical stakeholders, such as software architects, developers, and testers, according to Reed (Reed, 2002), reference architecture is an element that aggregates architectural decisions, for instance, which pattern is the most appropriated to be used when there is a need to separate externalized information from its internal state. Thus, this architecture also support technical stakeholders, aiming at minimizing discussion about making decisions. Furthermore, supported by architectural team and having coherent inputs, the lead software architect is primarily responsible to manage construction and use of the reference architecture.

2.2 Product Line Architecture

In the SPL literature, there is a consensus that the system development based on instances of a common product line architecture can help to exploit the reuse potential and related benefits, such as quality increase, cost reduction, and time to market decrease in a very large extension (Clements e Northrop, 2002; Gomaa, 2004; Pohl et al., 2005). We summarize then what software product architecture is, its benefits and motivations, when and how to manage it, and who are its stakeholders.

What is Product Line Architecture? Various synonyms are used for the term “product line architecture”, such as software product line architecture, domain-specific software architecture, domain architecture, and even reference architecture in (DeBaud et al., 1998; Pohl et al., 2005). However, it seems that “product line architecture” is a term that fits best in the SPL context. In parallel, there are also different definitions of this term. DeBaud et al. (DeBaud et al., 1998) say that it is an architecture with a required degree of flexibility and is shared by all the members of a product line, ensuring their conceptual integrity. According to Pohl et al. (Pohl et al., 2005), “product line architecture is a core architecture that captures the high level design for the products of the SPL, including the variation points and variants documented in the variability model.” In the same perspective, Gomaa (Gomaa, 2004) stated that “product line architecture is an architecture for a family of products, which describes the kernel, optional, and variable components in the SPL, and their interconnections.” In a more complete definition, SEI (SEI, 2014) declares that “The product line architecture is an early and prominent member in the collection of core assets. (...) The architecture defines the set of software components (...) that populates the core asset base. The product line architecture – together with the production plan – provides the prescription (...) for how products are built from core assets”. It is worth highlighting that, in general, others definitions are derivations of those presented herein. Moreover, it is important to observe that the common essence
in these definitions is “variability on a common core”. Therefore, we can define product
line architecture as a special type of software architecture used to build a product line; it
explicitly describes commonality and variability and is the basis for the architectures of
all product line members.

**Why to Use?** The literature has presented several successful uses of product line ar-
chitectures in the SPL context (Clements e Northrop, 2002; Gomaa, 2004; Pohl et al.,
2005; Software Engineering Institute, 2014b). By identifying what is common and what
is different among software products, the product line architecture can promote a more
precise decomposition of a set of systems into manageable pieces. As a direct consequence,
a better Separation of Concerns (SoC) both in the SPL common infrastructure and in the
software products could be achieved. As also stated initially by Dijkstra (Dijkstra, 1976)
and valid until nowadays, an adequate SoC contributes to the quality of software systems.
Therefore, the product line architectures will surely collaborate to the quality of the SPL
common infrastructure, as well as the software products resulted of this infrastructure.
The three different perspectives regarding software quality – developer, organization, and
consumer – can be achieved with these architectures. From developer’s perspective, these
architectures are ideal for promoting reuse and productivity (Clements e Northrop, 2002).
From organization’s perspective, system development companies have considerable ben-
efits, mainly reduction of development and maintenance costs/efforts, enhancement of
quality, and reduction of time to market (Pohl et al., 2005). From consumer’s perspec-
tive, they can see possible customizations and are certainly benefited by quality issues
promoted by product line architecture. Finally, these architectures make possible also
communication to and among all stakeholders.

**When to Adopt?** A product line architecture, together with other SPL artifacts, such
as variability model and requirement specification, is adopted in situations where there
is a need of developing different variants of a product. In particular, a product line
architecture should be adopted when variability and commonality management among
similar products are required.

**How to Create?** In essence, product line architecture is created and used as an essential
backbone of an SPL. Different SPL methodologies, such as PuLSE (Product Line Software
Engineering) (Bayer et al., 1999; Fraunhofer IESE, 2011) and Pohl’s approach (Pohl et
al., 2005), deal with the product line architecture in their own way. For instance, PuLSE,
a methodology that covers all aspects of product line development and evolution, has a
component — the PuLSE-DSSA (Domain-Specific Software Architecture) (DeBaud et al.,
1998) — for specifically creating product line architectures.
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How to Use? Once created and available, the product line architecture works as a bridge between product line scope and product line implementation. It is basically used to build concrete architectures of software product of an SPL, specifically, during the application design in the application engineering phase.

When to Evolve? Regarding evolution of product line architecture, it must be evolved when it is required the development of new products with new requirements that have not been considered previously in the SPL. However, the evolution of product line architectures is more complex than architectures of single software system, since new and even conflicting requirements originate from the existing products and new products to be built and they must be incorporated in the architecture of the SPL.

Who is Affected? Different stakeholders are involved in the SPL life cycle. Management and technical stakeholders, as well as the consumers, are affected by the product line architecture. Management stakeholders are interested in knowing about time, effort, and risk for adopting SPL and, as consequence, a product line architecture. Furthermore, reduction of the outcomes and rise of the incomes of the company are also interest of these stakeholders. For technical stakeholders, this architecture helps to make assumptions about the architectural context in which core assets will be reused, highlighting the essential product line concepts and suppressing non-essential ones. For application designers, it is used as a common asset that are customized to yield individual product architectures.
Chapter 3

Relationship Between Reference Architecture and Product Line Architecture

As result of our investigation, we can say that while reference architectures should deal with the range of knowledge of an application domain, providing standardized solutions for a broader domain, product line architectures are more specialized, focusing sometimes in a specific subset of software systems of a domain and providing standardized solutions for a smaller family of systems. Moreover, in general, reference architectures are used to standardize the external structure of the systems, i.e., the interfaces and protocols, treating the involved subsystems as black boxes. In product line architecture, where the focus is on building systems from a common set of artifacts, the internal structure is standardized, aiming at reusing existing components that are treated as white boxes. Thus, reference architectures focus on the external standardization (the what), while product line architectures also address the internal standardization (the how).

Another essential difference is that product line architectures contain the variabilities, i.e., information about how the individual product varies in an SPL. Otherwise, currently reference architectures contain what is common in a specific domain, i.e., they contain elements presented in all systems developed from those architectures. For instance, in a reference architecture for e-commerce systems, it is expected that it presents a module...
and related functionalities that, for instance, manage the shopping cart. In another perspective, in a recent work (Nakagawa, 2012), the relevance of considering variability in reference architectures was discussed; however, it is not still a current approach widely adopted for the several existing reference architectures.

We can point out that, in general, reference architectures are in a higher level of abstraction if compared to product line architecture and, therefore, they could be basis of product line architectures. In other words, a reference architecture can result in different specializations (i.e., product line architectures), each one for a specific SPL, as illustrated in Figure 3.1. For instance, considering again the reference architecture for e-commerce systems, we can specialize this architecture for a product line architecture of an SPL for bookshops or for online auction. From these specializations, architectural instances (i.e., architectures of specific products) are built. Therefore, reference architectures could be basis of both product line architectures and architectural instances. In (Nakagawa et al., 2013), it is presented a process that systematizes the use of existing reference architectures in the context of SPL; in particular, when building the PLA. Moreover, in (Nakagawa e Oquendo, 2013), we discuss how reference architectures can be explore in the context of Multi Software Product Line (MSPL or simply Multi Product Line - MPL). In brief, MPL has recently emerged as a new approach to develop software systems, mainly those large, complex ones. This approach can be also investigated to the development of Systems-of-Systems (SoS), i.e., a new class of software systems that are resulted by the integration of several operationally independent systems.

Figure 3.1: Relationship between Reference Architecture and Product Line Architecture
Chapter 4

Conclusion

The contribution of this document is a better understanding what differentiates reference architectures and product line architectures. The main difference is that reference architectures are generally on a higher level of abstraction compared to product line architectures. We have therefore proposed to investigate reference architectures as a basis for product line architectures, pursuing the complementary use of both architectures. We intend that this idea promotes the reuse of the domain knowledge contained in the reference architectures and, as a consequence, reduction in time and effort and increase in productivity as well, when establishing an SPL by using such reference architectures.
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